Exploring the Adoption and Effectiveness of Architecture Decision Records in Agile Software Development: An Action Research Study
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ABSTRACT
Software development companies need to document and communicate their software architecture decisions. While a lot of research has been done on software architecture, there exist few established practices that are applied in industry. It is often difficult to establish architecture documentation practices that are lightweight and perceived as useful by agile developers. In recent years, a markdown-based approach called Architecture Decision Records has been proposed. There is little empirical evidence and research on how Architecture Decision Records are used in practice. This poster presents an action research study on the use of Architecture Decision Records in practice. We introduced Architecture Decision Records at a company over the course of several months, and observed challenges and advantages of using them. We found that Architecture Decision Records are perceived as useful by development teams and increase the awareness that documentation is beneficial even in agile development contexts. At the same time, practitioners see a risk in documenting too much or too little and the need for clear guidelines.
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1 INTRODUCTION
Software architecture documentation plays a significant role in developing high-quality software. It involves describing the overall structure of the software, including the relationships between its components, and the reasoning behind the architectural decisions made. These decisions can have significant impacts on the software’s functionality, performance, and maintainability, making documenting them particularly crucial. However, the traditional methods of documenting software architecture have been associated with complexity and lengthiness, which can make it challenging to retrieve and maintain accurate information [1]. In the past, agile practitioners often relied on oral communication to discuss architectural concerns. While oral communication has been a common way to keep track of architectural decisions, it is not without limitations [1]. Oral communication is highly dependent on individual memory, and therefore prone to inaccuracies, inconsistencies, and changes over time. Additionally, it requires a lot of attention and can be challenging to coordinate and reach all members across multiple teams, which can lead to knowledge silos and hinder collaboration. Similar challenges have been found by Pasivaara et al. [6] when exploring Scrum of Scrum meetings.

While agile methodologies advocate for a minimalist approach that favors oral communication over extensive documentation, internal documentation remains critical for preserving decisions and avoiding misinterpretations over time. Nevertheless, agile teams often express dissatisfaction with the lack of collaboration and inclusivity in the production of software documentation [2].

One solution to the challenges of documenting software architecture decisions is Architecture Decision Records (ADRs) [3–5]. ADRs are lightweight, markup language documents that reside in the repository and are created near the code. Each ADR captures the essence of a single architectural decision, enabling developers to enhance their architectural knowledge and promote team culture [4]. Although there are potential benefits to using ADRs in software development, there is currently a lack of empirical research on their use, particularly in agile development teams. This means that little is known about their effectiveness in practice.

In line with the theme "Computing Connecting Everyone", we aimed to close the gap between industry and academia, introduce ADRs in a real-world setting, and gather empirical evidence on its use and perceived challenges. This study aims to fill the gap in empirical research on the use of Architecture Decision Records (ADRs) in software development. Through action research, we sought to introduce ADRs to development teams and explore their potential in improving developer involvement in decision-making and addressing challenges related to documenting architectural decisions. By conducting an empirical study on the adoption and effectiveness of ADRs, we aim to contribute to the broader conversation on lightweight documentation in software development and provide...
## Context
Application.ExternalUser and Application.Collaboration are two microservices that maintain the logic and data for External Users. [...] 

## Decision
To simplify the maintenance and usage of External Users, Application.ExternalUser will assume full responsibility for the life-cycle of External Users, including data on invitations and the logic related to their usage. [...] 

## Status
Proposed 

## Consequences
Centralizing the data and logic related to External Users within Application.ExternalUser will simplify the maintenance and usage of External Users. It will eliminate the need for other services to duplicate logic. Application.ExternalUser will be the only dependency for services when utilizing External Users.

### Figure 1: Example of an Architecture Decision Record (ADR)

Keeling [3] states that ADRs have become increasingly popular among agile teams as a means of bridging the gap between architectural principles and agile practices. Further, he suggests that ADRs appeal to agile teams because they provide a simple yet effective way of documenting design decisions and their rationale, which helps teams understand the trail of decisions leading to a design and improve their ability to scale up their organizations, handle staff turnover, and evolve the system over time.

In his book “Design It” [7], Keeling emphasizes the importance of capturing architecture design decisions using a lightweight, text-based template, namely ADRs. He argues that this is a developer-friendly approach that documents design decisions as they are made, which makes it easier to share and analyze these decisions, while retaining a history of decisions provides context for the current architecture relative to its evolution. According to Keeling, by using ADR templates, teammates can be trained in architectural thinking, and peer review of design decisions can be enabled using standard development tools and an existing peer review workflow.

3 PRELIMINARY FINDINGS

We performed preliminary interviews and workshops with 7 developers, architects, and team leads. The company was positive towards introducing ADRs. Figure 1 shows an example of an ADR that was developed at the company. It can be seen that it deals with the logic and data management in two microservices. In a previous version, the logic and data management was split between different microservices. That split had negative effects on the system’s maintainability and modifiability. With the proposed ADR, it will be centralized and only managed in the microservice called “Application.ExternalUser”.

Several interviewees thought that the action research study could help with onboarding, raising the perceived need for documentation of architecture decisions, and creating clarity with respect to architectural concerns in the company. For example, a developer stated that “it’s good to make it less person-dependent. If someone leaves the company and has worked a lot in those specific parts of the system, maybe a new employee has no idea about the thoughts when developing it.” When womENcourage takes place, we will have finished the study and can report on the findings, both positive and negative.
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